# Week 5 – Inheritance & Polymorphism

In week 5, we learnt about Object-Oriented-Programming’s main pillar Inheritance and Polymorphism.

## Inheritance:

A mechanism that allows a class to inherit properties and behaviours from another (parent) class. It is a fundamental concept of OOP to reuse the functionalities which already exist and modify the behaviour according to needs. Python natively supports Multiple Inheritance with doesn’t exist in most of the languages.

## Polymorphism:

Polymorphism means having different signatures with same name for different inputs/outputs. Here in python polymorphism doesn’t support like in other languages such as Java & C#, but it can take any type of parameters as input and returns any type of value.

# Example code for Inheritance

# Base class

class Vehicle:

    def \_\_init\_\_(self, colour: str, weight: int, max\_speed: int, max\_range: int | None = None, seats: int | None = None):

        self.colour = colour

        self.weight = weight

        self.max\_speed = max\_speed

        self.max\_range = max\_range

        self.seats = seats

    def move(self, speed: int):

        print(f"The vehicle is moving at {speed} km/h")

    def get\_total\_seats(self):

        if self.seats != None:

            return self.seats

        return 0

# Child class. Car is inherited by Vehicle

class Car(Vehicle):

    def \_\_init\_\_(self, colour: str, weight: int, max\_speed: int, car\_type: str, max\_range = None, seats = None):

        super().\_\_init\_\_(colour, weight, max\_speed, max\_range, seats) # parent class constructor

        self.seats = seats

    def move(self, speed: int):

        print(f"The car is driving at {speed} km/h")

electric\_car = Electric("yellow", 1200, 180, "Sedan", 1500, max\_range=330, seats=4)

electric\_car.move(95)

petrol\_car = Petrol("green", 1800, 270, "SUV", 45, max\_range=845, seats=4)

petrol\_car.move(220)

print(f"Total fuel capacity {petrol\_car.fuel\_capacity} ltrs")

print(f"Total seats of petrol car is {petrol\_car.get\_total\_seats()}")

Here we have 2 Classes **Vehicle** and **Car**, Vehicle is a base class which acts as a starting point for other classes like Car. Car is inherited from Vehicle class and has all the properties that base class contains. When initializing the Car class, it is important to call the base class constructor, so that properties will get initialized. In the example code, the move() function is overridden with custom code to match with the class, this is how we’re able to use inheritance.

## Output
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# Multiple Inheritance

Python by-default supports multiple inheritance. When a class is derived from more than one base class is called Multiple Inheritance. The derived class inherits all the features and properties that base class has.

## Example Picture for Multiple Inheritance
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In the above picture, Aquatic class has swim function and Reptile class has walk class. The Frog class inherits both Aquatic and Reptile classes, so that Frog can do both swim and walk.

## Example code for Multiple Inheritance

class Aquatic:

    def \_\_init\_\_(self, name: str, fins: int):

        self.name = name

        self.fins = fins

        self.type = "Aquatic"

    def swim(self):

        print(f"{self.name} is swimming under water with {self.fins} fins")

class Reptile:

    def \_\_init\_\_(self, name: str, limbs: int):

        self.name = name

        self.limbs = limbs

    def walk(self):

        print(f"{self.name} is walking on the ground with {self.limbs} legs")

# Frog inherited both aquatic and reptile

class Frog(Aquatic, Reptile):

    def \_\_init\_\_(self):

        # calling Aquatic class constructor

        # calling Reptile class constructor

        # passing name as frog

        Aquatic.\_\_init\_\_(self, "Frog", 2)

        Reptile.\_\_init\_\_(self, "Frog", 4)

    def jump(self):

        print(f"{self.name} is jumping on the ground with {self.limbs} limbs")

frog1 = Frog()

frog1.swim() # this method is from Aquatic class

frog1.walk() # this method is from Reptile class

frog1.jump() # this method is from Frog class

The above code is written according to the picture of multiple inheritance. The Frog class inherits both Aquatic and Reptile class, so that it inherits both swim and walk functions, but for Frog clas it also has jump function.

### Output
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# Polymorphism

Polymorphism means many forms, The same function but different signatures used for different types. The main difference is the data types and number of arguments used in the function.

## Types of polymorphic function

1. User-Defined: We define our own custom functions according to the requirement.
2. Pre-Defined: Already defined in the interpreter, we’re just using it.

### Example code for User-Defined function

def Addition(a, b):

    # check if the parameter is int or float

    if (type(a) == float or type(a) == int) and (type(b) == float or type(b) == int):

        return a + b

    # check if the parameter is string and then convert it to float

    elif type(a) == str and type(b) == str and a.isdigit() and b.isdigit():

        return float(a) + float(b)

    # if we don't get required type, returns -1 as an invalid parameter

    else:

        return -1

# user defined functions

print("\n\nUser defined functions")

print("Addition of 2 string numbers: ", Addition(1, 2))

print("Addition of 2 string numbers: ", Addition("10", "20"))

The Addition function takes 2 arguments as input and returns float or integer depending on the input. It can accept integer, float and string as arguments, It will check what kind of arguments are passed to the function the will make a decision based on the input, and decide which action need to take. If the input parameters are int or float, the 1st if statement will satisfy and return the result. If the input is in string type, then it will convert into float variable and return the result. If it gets any invalid type like lists, bool or dictionary, it directly returns -1 as the output showing error.

### Output
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### Example code for Pre-Defined function

# pre-defined functions

print("Pre-Defined functions") # takes single argument

print("Hello", 1234, False) # takes multiple argument with different types

# type() function takes many type of arguments

print("Type", type(123))

print("Type", type("abc"))

print("Type", type(True))

There are a lot of Pre-Defined functions defined by inside python interpreter. For ex. Print, type functions take any type as input and print something to the screen. Print function takes multiple arguments as input and those can be any type from int, float, bool, string or even lists and dictionary.

### Output
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## Kwargs

A special syntax used to pass named arguments to a function, then function will receive them as a dictionary. It is useful where you want to pass arguments to a function like some kind of settings or options.

### Syntax

def kwargs\_syntax(\*\*kwargs):

    print(kwargs)

### Example Code

def multiple\_args(\*\*kwargs):

    print("Type of \*\*kwargs", type(kwargs))

    print(kwargs)

multiple\_args(name="Prajwal", age=24)

### Output
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## Args

An another special syntax same as kwargs but it is passed to function as a list of elements. But like kwargs we don’t need to pass named arguments, but just with comma separated.

### Syntax

def args\_syntax(\*args):

    print(args)

### Example Code

def sum\_numbers(\*args):

    sum = 0

    for num in args:

        sum += num

    return sum

print("Sum:", sum\_numbers(1, 2, 3, 4))

### Output
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## Generics

Python doesn't support overloading, but it has support for generics which is like duck typing where an object is expected to have the same property or method (with same signature), even though the classes are different from each other.

### Example Code

class Dog:

    def make\_sound(self):

        print("Dog is barking")

class Cat:

    def make\_sound(self):

        print("Cat is meowing")

class Wolf:

    def make\_sound(self):

        print("Wolf is howling")

# here all the objects have the same method

objects = [Dog(), Cat(), Wolf()]

for obj in objects:

    obj.make\_sound() # even though the objects are different

### Output
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# Summary and Learning Outcome

In week 5, we covered two main things in Object-Oriented Programming: Inheritance and Polymorphism.

**Inheritance**

Inheritance allows one class (a child) to use and build on the properties and methods of another class (a parent). This makes it easy to reuse code. For example, a Car class can inherit from a Vehicle class, sharing common attributes like colour or speed but adding its own unique features.

Python also supports **multiple inheritance**, allowing a class to inherit from more than one parent. For instance, a Frog class can inherit from both Aquatic (to swim) and Reptile (to walk), letting it do both.

**Polymorphism**

Polymorphism means using the same method name for different types of data. For example, Python’s print() function works with strings, numbers, and even lists. Though Python doesn't have traditional method overloading (like Java or C#), it allows functions to handle different types of inputs, making them versatile.

**\*args and \*\*kwargs**

Python has special ways to handle multiple arguments in functions:

* \*args collects multiple unnamed arguments as a list.
* \*\*kwargs collects named arguments as a dictionary.

These make functions flexible, allowing for a variety of inputs.

**Generics**

Python doesn’t have strict function overloading, but it allows different objects to have the same method name. For example, classes Dog, Cat, and Wolf might each have a make\_sound() method. When called, each will act according to its own class, even if the objects are grouped together in a list.

In short, we learned how to use inheritance for code reuse, polymorphism for flexibility, and special syntax to make functions adaptable.

# Bank System

This code is a small project for the coursework that simulates a basic banking system. It includes classes to handle accounts, deposits, withdrawals, and manage different types of accounts within a bank. The code can be found in the “***bank-project/”*** folder, run the main.py file using the command python main.py. It is a command-line application, user need to select the options provided and the application will instruct the user based on the choice that the user chooses.

## Explanation of the Code:

1. **Account Class**:

* This is a base class representing a general bank account.
* It has attributes like *balance* (the account balance), *account\_number* (unique identifier for the account), *name*, and *phone*.
* The deposit method adds money to the balance, while the withdraw method deducts money. *get\_total\_balance* simply returns the current balance.

1. **Savings Account Class**:

* This class inherits from Account and represents a savings account with an *account\_type* set to ***"savings"***.
* It has an additional attribute, *interest\_rate*, and redefines deposit to add interest on each deposit by multiplying the balance by the interest rate.

1. **Current Account Class**:

* This also inherits from Account and represents a current account with an *account\_type* set to ***"current"***.

1. **Bank Class**:

* This class represents the bank itself, with attributes for the *bank\_name*, *branch*, and a *list* of all accounts.
* *add\_account* adds a new account to the bank and assigns a unique account number.
* *remove\_account* removes an account based on its number.
* *withdraw\_money* and *deposit\_money* allow the bank to perform withdrawals and deposits for specific accounts.
* *list\_accounts* shows all accounts in the bank.
* *get\_balance* and *get\_account* let you check the balance or retrieve details of a specific account by its number.

In this bank account system project, we applied core Object-Oriented Programming (OOP) concepts:

1. **Classes and Objects**:

* Defined classes like Account, SavingsAccount, CurrentAccount, and Bank.
* Created objects to represent individual bank accounts and the bank itself, containing related data and behavior.

1. **Inheritance**:

* SavingsAccount and CurrentAccount inherit from the Account class, allowing them to reuse and extend its functionality.

1. **Polymorphism**:

* The deposit method is overridden in the SavingsAccount class to add interest, which shows polymorphism by changing the behavior of a method in a child class.
* This allows the same method name (deposit) to work differently depending on the object.

These Object-Oriented principles make the code more organized, reusable and easy to understand, providing a backbone for bank system. This project helps us understand OOP Concepts like inheritance and encapsulation.

# Summary

In Week 5, we went through two key ideas in Object-Oriented Programming: **Inheritance** and **Polymorphism**.

* **Inheritance** is like giving one class the ability to "inherit" features from another, so it can reuse and expand on them. For example, if we have a Vehicle class, a Car class can inherit from it to get all the basics while adding its own details. Python also allows a class to inherit from more than one parent, which isn’t common in many other languages.
* **Polymorphism** lets us use methods with the same name in different ways, depending on the input or class type. This helps make our code more adaptable and user-friendly. We explored how Python handles functions flexibly, even without the typical overloading found in languages like Java or C#.